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Abstract

Frameworks are a key to successful object-oriented application development. The goal of this paper is to show
that  successful framework development must match the business domains they are derived from, and that they
must be flexible enough to evolve gracefully. Our principal contribution is the presentation of concepts that can
be used for domain partitioning and framework layering in order to overcome difficulties in framework construc-
tion and layering. The work reported here is based on a series of object-oriented banking projects. The system,
including several frameworks, consists of 3500 C++-classes and was developed over the past five years.

Categories: D.1.5, D.2.0, D.2.2, D.2.10, D.2.11, D.2.13.

General terms: design.

Keywords: framework, framework layering, domain modeling.

1 Introduction

In object-oriented software development, frameworks are the key to successful design and code reuse [Fayad &
Schmidt 1997]. Large systems are built not just from one, but usually from several frameworks. Additional com-
plexity arises from the integration of frameworks [Garlan et al. 1995].

In this article, we show how technical and business domains drive the layering of frameworks in order to define
application systems. Our experiences indicate that a domain-oriented definition, separation, and layering of
frameworks is an effective means for managing design complexity in framework-based approaches to object-
oriented system development.

Section 2 describes the domain-driven layering of a suite of interactive banking software applications. While our
experience is based on a concrete large-scale system [Bäumer et al. 1996, Bäumer et al. 1997], we believe that
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the layering structure can be generalized easily and transferred to other systems. Section 3 describes the use of
role objects for the integration of several layer-spanning frameworks. Section 4, finally, concludes the article.

2 Framework Layering

Three major domain categories can be defined in the design of interactive banking software systems: the founda-
tional technology domain, the specific application domains, and the domain of interactive use (for example,
graphical user interfaces).

For each category, we derive one or more framework layers. Each of these layers may contain one or more
frameworks. Frameworks of one layer may use frameworks of lower layers. We do not impose a strict layering
strategy.
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Figure 1. The framework layers

For the foundational technology domain category, we define one layer, the technical kernel layer. For the appli-
cation domain category, we define three layers, the business domain, business section, and application domain
layers. For the domain of interactive use, we define one layer, the desktop layer.

• The Technical Kernel layer is the bottom-most layer. It provides foundational functionality like a meta-
object protocol, object trading, or a container library. It also provides general services like access to the op-
erating system, client-server middleware, and data stores. It consists of both white-box and black-box
frameworks [Johnson & Foote 1988]. These frameworks can be widely reused, as they do not incorporate
any domain-specific knowledge.

• The Desktop layer comprises frameworks that specify the common behavior of applications, for example the
workplace support. It defines both the basic architecture as well as the look and feel of interactive applica-
tion systems. It ensures uniform behavior and technical consistency. The Desktop layer frameworks are
white-box frameworks. Frameworks of this layer can be reused by every office-like business domain, for
which applications with an interactive user interface are designed.
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 The other three layers reflect the overall application domain in order to meet the needs of a banking business.
We therefore explain the relation between the banking application domain and the resulting frameworks before
we introduce the respective layers.

 The services offered by a business enterprise such as a bank are traditionally divided into different departments
with distinct areas of responsibility (for example, teller, loan, and investment). We call these areas business sec-
tions. Each department consists of specialists, whose work is confined to their own field of expertise. Today, the
division into different departments is often supplemented by so-called service centers offering customers an „all-
in-one“ service.

 For a workplace in a customer service center, support is needed for a mixture of services from the different busi-
ness sections. We call this a workplace context. The customer consultant needs access to both the loan and in-
vestment sections when advising a customer. For every workplace context, a different application system is pos-
sibly required. Although each application system is tailored to the needs of a particular workplace, they all should
build on the same basis. Consider the following example: Customer profiles exist in all departments of a bank. In
the loans department, sureties are an essential part of the customer profile. In the investments department, savings
accounts form part of the customer profile. In both departments, though, the customer’s name, address and date
of birth are an integral part of the profile.

 Our approach is to identify the core or common parts of the concepts and terms that are essential to running the
business as a whole. We call these common parts the business domain. Modeling of the business domain can
only be done if at least two business sections are already supported by software systems.

 From this domain analysis, three layer types are derived.

• The Business Domain layer defines and implements the core concepts of the business as a set of frameworks
on top of the Desktop and Kernel layer. It thus forms the basis for every application system in this domain.
This layer consists of frameworks with classes such as Account, Customer, Product and domain-specific
value types. Most frameworks are white-box. They typically provide more interfaces than implementations.
Final implementations are postponed to the Business Section layer.

• The Business Section layers are composed of separate partitions of each business section. The frameworks in
these partitions are based on the Business Domain, the Technical Kernel, and the Desktop layer. They are
implemented by subclassing the Business Domain and Desktop layer classes. Usually, each subclass only
implements the abstract methods defined in the respective superclass. In these layers, we find classes like
Borrower, Investor, Guarantor, Loan, Loan Account, and tools for specific tasks within the business sections.

• The Application layers define concrete applications. Its separation from the Business Section layers is moti-
vated by the need to configure application systems for different workplaces. Applications, which meet the
requirements of an individual bank, are found in this layer.

3 Coupling Layers Using Role Objects

Business section frameworks change more frequently than business domain frameworks. A business domain
framework should therefore only incorporate those core concepts that are relevant to most business sections. It
should, however, provide hooks that can be easily extended and customized for applications that use one or more
business sections.

Putting business section classes on top of business domain classes might pose difficult layering problems, if not
taken care of properly. For example, a business domain concept like Customer needs to be extended by concepts
like Borrower or Guarantor in the loan business section. At the same time, the concept of Customer must also be
extended by the concept of Investor in the investment business section. Yet, these different extensions must be
integrated, if they refer to the same customer. Effectively, a logical object is build that spans several frameworks.

We solve this problem by using role objects. Role objects are extensions of a core concept from a business do-
main into several business sections. Role objects group around a core object through which they update them-
selves and maintain an integrated state. We have described the role object concept in more detail as a design
pattern [Bäumer, Riehle, et al. 1997].
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4 Conclusions

We discuss how technical and business domains drive the layering of frameworks in the development of large
object-oriented software systems. Using the presented approach, frameworks are capable of evolving elegantly
and at different speeds [Bäumer et al. 1996]. The general approach and the design patterns we use is described in
[Bürkle et al. 1995, Riehle & Züllighoven 1995, Riehle & Züllighoven 1996].
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